**ARTIFICIAL INTELLIGENCE**

**EXPERIMENT 1**

**AIM**: Select a problem statement relevant to AI .

i)Identify the problem

ii)PEAS Description

iii)Problem formulation

**DESCRIPTION**:

Artificial intelligence is defined as the study of rational agents. A rational agent could be anything that makes decisions, as a person, firm, machine, or software. It carries out an action with the best outcome after considering past and current percepts(agent’s perceptual inputs at a given instance). An AI system is composed of an agent and its environment. The agents act in their environment. The environment may contain other agents.

An agent is anything that can be viewed as :

* perceiving its environment through sensors and
* acting upon that environment through actuators

## **TYPES OF AGENTS:**

Agents can be grouped into four classes based on their degree of perceived intelligence and capability :

* Simple Reflex Agents
* Model-Based Reflex Agents
* Goal-Based Agents
* Utility-Based Agents
* Learning Agent

## **TYPES OF ENVIRONMENTS:**

An environment in artificial intelligence is the surrounding of the agent. The agent takes input from the environment through sensors and delivers the output to the environment through actuators. There are several types of environments:

* Fully Observable vs Partially Observable
* Deterministic vs Stochastic
* Competitive vs Collaborative
* Single-agent vs Multi-agent
* Static vs Dynamic
* Discrete vs Continuous

## **PART A)**

Write the problem faced in each one of them

1. **AGENT**: Chess playing with a clock
   1. **Performance Measure:**
      1. Win:Lose ratio
      2. Speed
      3. Total game time
   2. **Environment:**
      1. Chessboard
      2. Clock
   3. **Environment Type:**
      1. Fully observable as the entire chessboard can be seen.
      2. Discrete as at any stage, there are a finite number of possible moves.
      3. Dynamic as with every move, the chessboard changes.
      4. Competitive as it is competing against another human/agent.
   4. **Actuator:**
      1. Pausing of the clock
      2. Movement of chess pieces
   5. **Sensors:**
      1. Movement arm
      2. Servo Motors
      3. Location of chess pieces using reed switches.
   6. **Problem:**
      1. Playing a timed game human vs AI. Every piece has a fixed movement pattern and there are a fixed number of possible movements.
2. **AGENT**: Driving a car
   1. **Performance Measure:**
      1. Speed
      2. Time Taken
      3. Comfort
      4. Fuel Economy
   2. **Environment:**
      1. Car
      2. Road
      3. Traffic
      4. Signposts
      5. Potholes
   3. **Environment Type:**
      1. Partially Observable as the agent cannot see everything at the same time and has a few blind spots
      2. Stochastic as the environment is random
      3. Dynamic as the environment keeps on changing.
      4. Collaborative as all the cars have to follow proper rules so as to avoid accidents.
   4. **Actuator:**
      1. Steering Wheel
      2. Brake
      3. Accelerator
      4. Mirror
      5. Gearstick
   5. **Sensors:**
      1. GPS
      2. Odometer
      3. Speedometer
      4. Fuel tank capacity meter
   6. **Problem:**
      1. Driving a car from point A to B. There may or may not be passengers and traffic. Road conditions can change.
3. **AGENT**: Interactive English tutor
   1. **Performance Measure:**
      1. Language Improvement
      2. Increase in test score
      3. Number of errors made per paragraph
   2. **Environment:**
      1. Classroom
      2. Table
      3. Chair
      4. Students
      5. Whiteboard
      6. Books
   3. **Environment Type:**
      1. Deterministic as the current state determines the next action.
      2. Collaborative as the student and teacher have to work in accordance.
      3. Multi-agent as there is a student as well as a teacher agent
   4. **Actuator:**
      1. Writing on whiteboard
      2. Opening and reading the books
      3. Checking of test papers
   5. **Sensors:**
      1. Eyes
      2. Ears
      3. Books
      4. Test Papers
   6. **Problem:**
      1. Learning the English language from a tutor in a classroom setting with all the necessary stationary.
4. **AGENT**: Part picking robot
   1. **Performance Measure:**
      1. % Efficiency of the robot
   2. **Environment:**
      1. Parts
      2. Conveyer belt
   3. **Environment Type:**
      1. Collaborative as multiple agents are working together
      2. Dynamic as the environment keeps on changing
      3. Discrete as at any stage, there are only finite number of possible motions.
   4. **Actuator:**
      1. Picking up the parts
      2. Sorting the parts
   5. **Sensors:**
      1. Camera
      2. Robot Arm
      3. Distance Sensor
      4. Servo motors
   6. **Problem:**
      1. Pick up pieces from a conveyor belt, analyse it and sort it accordingly into bins.
5. **AGENT**: Satellite Image Analysis System
   1. **Performance Measure:**
      1. % Correct Analysis
      2. Time taken
   2. **Environment:**
      1. Camera
   3. **Environment Type:**
      1. Dynamic as the environment keeps changing continuously
      2. Discrete as the system will have a finite number of processing steps it will perform.
      3. Multi-agent as multiple systems can collaborate to get one picture of higher quality and data analysis.
      4. Collaborative as there is no competition and requires multiple systems to collaborate.
   4. **Actuator:**
      1. Capturing of Images
      2. Movement of the satellite
   5. **Sensors:**
      1. Camera
      2. Color Sensor
   6. **Problem:**
      1. Take pictures from a satellite, analyse the images to get useful data from them.
6. **AGENT**: Medical Diagnosis System
   1. **Performance Measure:**
      1. % of correct diagnosis
      2. Time taken
      3. Systems correctly found
      4. Number of lawsuits
      5. Cost
   2. **Environment:**
      1. Patient
      2. Hospital
   3. **Environment Type:**
      1. Deterministic as the current state defines the next actions.
      2. Partially Observable as not everything can be observed simultaneously.
   4. **Actuator:**
      1. Asking questions
      2. Recommending further tests
      3. Printing reports
      4. Dispensing medicines
   5. **Sensors:**
      1. Camera
      2. Microphone
      3. Speaker
      4. Printer
   6. **Problem:**
      1. Create an AI machine that can diagnose patients by asking questions, can recommend tests, print out reports and dispense medicines.
7. **AGENT**: Refinery Controller
   1. **Performance Measure:**
      1. % Efficiency
      2. Speed
   2. **Environment:**
      1. Refinery workers
      2. Machines
   3. **Environment Type:**
      1. Collaborative as multiple agents have to work in synchronization.
      2. Multi-Agents as different agents have to work together.
   4. **Actuator:**
      1. Turn on/off systems
      2. Adjust temperatures
      3. Adjust pressures
   5. **Sensors:**
      1. Temperature sensor
      2. Pressure sensor
      3. Proximity sensor
   6. **Problem:**
      1. Control and regulate sections of the refinery through an AI machine. The controller machine should work in tandem with the human workers.
8. **AGENT**: Poker playing
   1. **Performance Measure:**
      1. Rounds won
      2. Number of correct moves
   2. **Environment:**
      1. Cards
      2. Humans
   3. **Environment Type:**
      1. Discrete as there exist only a finite number of moves at any time.
      2. Competitive as multiple agents compete to win.
   4. **Actuator:**
      1. Dealing the cards
      2. Playing the cards
   5. **Sensors:**
      1. Camera
      2. Color sensor
      3. Servo motor
      4. Movement Arm
   6. **Problem:**
      1. Have an AI controlled movement arm that deals the cards. One player is AI and the others are humans. The AI must play the game properly and try to win the game.
9. **AGENT**: Chatbot
   1. **Performance Measure:**
      1. Time taken
      2. Grammatical accuracy
   2. **Environment:**
      1. Chatbot
      2. Human
   3. **Environment Type:**
      1. Continuous as the actions cannot be numbered.
      2. Collaborative as it works in parallel with one or more agents.
   4. **Actuator:**
      1. Displaying the questions
      2. Taking responses
   5. **Sensors:**
      1. Keyboard
      2. Screen
   6. **Problem:**
      1. An AI robot that can interact with humans and reply to questions with human-like answers or ask human-like questions. The input and output can be in the form of text or audio.
10. **AGENT**: Soccer playing robot
    1. **Performance Measure:**
       1. Number of goals scored
       2. Number of goals saved
       3. Number of penalties
       4. Number of games won
    2. **Environment:**
       1. Soccer field
       2. Goal posts
       3. Goat net
       4. Humans (Other players)
    3. **Environment Type:**
       1. Continuous as the actions at a time cannot be numbered.
       2. Collaborative as the robot has to play alongside other agents.
    4. **Actuator:**
       1. Movement of the ball
    5. **Sensors:**
       1. Servo motors
       2. Proximity sensors
    6. **Problem:**
       1. The robot will play soccer alongside humans. It has to predict the moves of the players and apply the counter moves. It has to try to win by shooting goals and saving goals (if its in the position of a goalkeeper).
11. **AGENT**: Recommender system
    1. **Performance Measure:**
       1. % Efficiency
    2. **Environment:**
       1. Dataset
       2. Input variables
    3. **Environment Type:**
       1. Continuous as the results cannot be numbered.
       2. Competitive as it tries to increase its efficiency continuously.
    4. **Actuator:**
       1. Creating the algorithm
       2. Using the algorithm
    5. **Sensors:**
       1. Keyboard
       2. Screen
    6. **Problem:**
       1. An AI bot that can make recommendations based on patterns found in past datasets.

## **PART B)**

Identify a suitable problem faced during the pandemic

Describe its PEAS properties

Formulate the AI problem

During the pandemic, sanitization was one of the main ways of preventing the spread of the virus. It was an important thing that needed to be done at frequent intervals. So I have written the PEAS for a robot that automates the process and itself requires no human contact. Multiple robots can work together if the room area is high and we want to reduce the time.

AGENT: Sanitization robot (Modified roomba)

* **Performance Measure:**
  + - Speed
    - Battery Capacity
* **Environment:**
  + - Sanitizer
    - Room
* **Environment Type:**
  + - **Continuous** as the movements cannot be numbered.
    - **Partially Observable** as the robot can see/sense only specific areas at a time.
    - **Collaborative** as all agents have to work together in achieving the goal of sanitizing the room.
    - **Multi-agent** as multiple robots can work together for achieving the same task.
* **Actuator:**
  + - Navigation of the robot
    - Spraying of sanitizer
* **Sensors:**
  + - GPS
    - Servo motors
    - Spray pump
    - Proximity sensors
* **Problem:**
  + - A problem faced during the pandemic was contactless sanitization of areas.
    - A study revealed that coming in contact with the sanitization machines itself was a covid risk
    - Create a robot that will sanitize everything, will avoid crashing into humans and would require no human contact.
    - Multiple robots should be able to work together.

EXPERIMENT 2

**AIM: Identify, analyze and implement BFS/DFS search algorithms to reach goal state**

**THEORY:**

**BFS:**

BFS stands for Breadth First Search is a vertex based technique for finding a shortest path in a graph. It uses a Queue data structure which follows first in first out. In BFS, one vertex is selected at a time when it is visited and marked, then its adjacent vertices are visited and stored in the queue. It is slower than DFS. Here, siblings are visited before the children.

**DFS:**

DFS stands for Depth First Search is a edge based technique. It uses the Stack data structure, performs two stages, first visited vertices are pushed into stack and second if there are no vertices then visited vertices are popped. Here, children are visited before the siblings.

**CODE:**

**bfs.py**

# visited = []

queue = []

def bfs(visited, graph, node, goal\_state):

visited.append(node)

queue.append(node)

while queue: # Creating loop to visit each node

m = queue.pop(0)

print (m, end = " ")

if(m==goal\_state):

print("GOAL", end= " ")

break

for neighbour in graph[m]:

if neighbour not in visited:

visited.append(neighbour)

queue.append(neighbour)

def dfs(graph, source,path = []):

if source not in path:

path.append(source)

if source not in graph:# leaf node, backtrack

return path

for neighbour in graph[source]:

path = dfs(graph, neighbour, path)

return path

Driver.py

from bfs import bfs

from dfs import dfs

graph = {

'5' : ['3','7'],

'3' : ['2', '4'],

'7' : ['8'],

'2' : [],

'4' : ['8'],

'8' : []

}

# 5

# / \

# 3 7

# / \ \

# 2 4 ---- 8

lecture\_graph = {

'1' : ['4', '2'],

'4' : ['3'],

'3' : ['10', '9', '2'],

'10' :[],

'9' : [],

'2' : ['5', '8'],

'5' : ['2', '6','7'],

'7' : ['5', '8'],

'8' : ['2', '7'],

'6' : []

}

# 1

# / \

# 4 2

# \ / | \

# 3 5 8

# / | | \ |

# 10 9 6 7

# BFS

visited = []

print("Breadth-First Search traversal sequence")

bfs(visited, lecture\_graph, '1', goal\_state='8')

print("\n")

#DFS

print("Depth-First Search traversal sequence")

path = dfs(lecture\_graph, "1")

goal\_state = '9'

new\_path=[]

for item in path:

if(item==goal\_state):

break

else:

new\_path.append(item)

new\_path.append("GOAL")

print(" ".join(new\_path))

**OUTPUT:**

**Breadth-First Search traversal sequence**

**1 4 2 3 5 8 GOAL**

**Depth-First Search traversal sequence**

**1 4 3 10 GOAL**

**CONCLUSION:**

We learnt about BFS and DFS searching techniques and implemented these algorithms in a python program. We also learnt about their time complexity which is O(V + E) when Adjacency List is used and O(V^2) when Adjacency Matrix is used, where V stands for vertices and E stands for edges.

EXPERIMENT 2B

**AIM**: Implementation of DFID search algorithm.

**THEORY**:

A search algorithm which suffers neither the drawbacks of breadth-first nor depth-first search on trees is depth-first iterative-deepening (DFID). The algorithm works as follows: First, perform a depth-first search to depth one. Then, discarding the nodes generated in the first search, start over and do a depth-first search to level two. Next, start over again and do a depth-first search to depth three, etc., continuing this process until a goal state is reached. Since DFID expands all nodes at a given depth before expanding any nodes at a greater depth, it is guaranteed to find a shortest-length solution. Also, since at any given time it is performing a depth-first search, and never searches deeper than depth d, the space it uses is O(d).

The disadvantage of DFID is that it performs wasted computation prior to reaching the goal depth. In fact, at first glance it seems very inefficient. Below, however, we present an analysis of the running time of DFID that shows that this wasted computation does not affect the asymptotic growth of the run time for exponential tree searches. The intuitive reason is that almost all the work is done at the deepest level of the search. Unfortunately, DFID suffers the same drawback as depth-first search on arbitrary graphs, namely that it must explore all possible paths to a given depth.

**CODE**:

| from collections import defaultdict  class Graph:   def \_\_init\_\_(self,vertices):   self.V = vertices # Number of vertices  self.graph = defaultdict(list)    def addEdge(self,u,v):  self.graph[u].append(v)   def DLS(self,src,target,maxDepth):   if src == target : return True  if maxDepth <= 0 : return False   for i in self.graph[src]:  if(self.DLS(i,target,maxDepth-1)):  return True  return False    def IDDFS(self,src, target, maxDepth):  for i in range(maxDepth):  if (self.DLS(src, target, i)):  return True  return False  # Create a graph # 0 # / \ # 1 2 # / \ | \ # 3 4 5 6  g = Graph (7) g.addEdge(0, 1) g.addEdge(0, 2) g.addEdge(1, 3) g.addEdge(1, 4) g.addEdge(2, 5) g.addEdge(2, 6)  for i in range(2):  target = [5, 3]; maxDepth = [3,2]; src = 0   if g.IDDFS(src, target[i], maxDepth[i]) == True:  print ("Target "+str(target[i]) +" is reachable from source within max depth of "+str(maxDepth[i]))  else :  print ("Target "+str(target[i]) +" is NOT reachable from source within max depth of "+str(maxDepth[i])) |
| --- |

**OUTPUT**:

| Target 5 is reachable from source within max depth of 3 Target 3 is NOT reachable from source within max depth of 2 |
| --- |

**CONCLUSION**:

We learnt about the DFID search algorithm and implemented it in python.

EXPERIMENT 3

**Aim:** Identify and analyze informed search algorithms to solve the problem. ​

Implement A\* search algorithm to reach goal state.

**Theory:**

A\* Search algorithm is one of the best and popular technique used in path-finding and graph traversals.

Informally speaking, A\* Search algorithms, unlike other traversal techniques, it has “brains”. What it means is that it is really a smart algorithm which separates it from the other conventional algorithms. This fact is cleared in detail in below sections.

And it is also worth mentioning that many games and web-based maps use this algorithm to find the shortest path very efficiently (approximation).

**Explanation:**

Consider a square grid having many obstacles and we are given a starting cell and a target cell. We want to reach the target cell (if possible) from the starting cell as quickly as possible. Here A\* Search Algorithm comes to the rescue.

What A\* Search Algorithm does is that at each step it picks the node according to a value-‘f’ which is a parameter equal to the sum of two other parameters – ‘g’ and ‘h’. At each step it picks the node/cell having the lowest ‘f’, and process that node/cell.

We define ‘g’ and ‘h’ as simply as possible below:

g = the movement cost to move from the starting point to a given square on the grid, following the path generated to get there.

h = the estimated movement cost to move from that given square on the grid to the final destination. This is often referred to as the heuristic, which is nothing but a kind of smart guess. We really don’t know the actual distance until we find the path, because all sorts of things can be in the way (walls, water, etc.). There can be many ways to calculate this ‘h’.

**Heuristics:**

A) Either calculate the exact value of h (which is certainly time consuming).

OR

B ) Approximate the value of h using some heuristics (less time consuming).

We will discuss both of the methods.

**A) Exact Heuristics –**

We can find exact values of h, but that is generally very time consuming.

Below are some of the methods to calculate the exact value of h.

1. Pre-compute the distance between each pair of cells before running the A\* Search Algorithm.
2. If there are no blocked cells/obstacles then we can just find the exact value of h without any pre-computation using the distance formula/Euclidean Distance

**B) Approximation Heuristics –**

There are generally three approximation heuristics to calculate h –

**1) Manhattan Distance –**

* It is nothing but the sum of absolute values of differences in the goal’s x and y coordinates and the current cell’s x and y coordinates respectively, i.e.,

| h = abs (current\_cell.x - goal.x) + (current\_cell.y - goal.y) |
| --- |

* When to use this heuristic? – When we are allowed to move only in four directions only (right, left, top, bottom)

**2) Diagonal Distance-**

* It is nothing but the maximum of absolute values of differences in the goal’s x and y coordinates and the current cell’s x and y coordinates respectively, i.e.,

| dx = abs(current\_cell.x - goal.x) dy = abs(current\_cell.y - goal.y)   h = D \* (dx + dy) + (D2 - 2 \* D) \* min(dx, dy) |
| --- |

where D is the length of each node(usually = 1) and D2 is diagonal distance between each node (usually = sqrt(2) ).

* When to use this heuristic? – When we are allowed to move in eight directions only (similar to a move of a King in Chess)

**3) Euclidean Distance-**

* As it is clear from its name, it is nothing but the distance between the current cell and the goal cell using the distance formula

| h = sqrt ((current\_cell.x - goal.x)2 + current\_cell.y - goal.y)2) |
| --- |

* When to use this heuristic? – When we are allowed to move in any directions.

**Limitations**

Although being the best pathfinding algorithm around, A\* Search Algorithm doesn’t produce the shortest path always, as it relies heavily on heuristics / approximations to calculate – h

**Time Complexity**

Considering a graph, it may take us to travel all the edge to reach the destination cell from the source cell [For example, consider a graph where source and destination nodes are connected by a series of edges, like – 0(source) –>1 –> 2 –> 3 (target)

So the worst case time complexity is O(E), where E is the number of edges in the graph

**Algorithm**:

| // A\* Search Algorithm 1. Initialize the open list 2. Initialize the closed list  put the starting node on the open   list (you can leave its f at zero)  3. while the open list is not empty  a) find the node with the least f on   the open list, call it "q"   b) pop q off the open list    c) generate q's 8 successors and set their   parents to q    d) for each successor  i) if successor is the goal, stop search  successor.g = q.g + distance between   successor and q  successor.h = distance from goal to   successor (This can be done using many   ways, we will discuss three heuristics-   Manhattan, Diagonal and Euclidean   Heuristics)    successor.f = successor.g + successor.h   ii) if a node with the same position as   successor is in the OPEN list which has a   lower f than successor, skip this successor   iii) if a node with the same position as   successor is in the CLOSED list which has  a lower f than successor, skip this successor  otherwise, add the node to the open list  end (for loop)    e) push q on the closed list  end (while loop) |
| --- |

**Code:**

| from collections import deque   class Graph:  def \_\_init\_\_(self, adjac\_lis):  self.adjac\_lis = adjac\_lis    def get\_neighbors(self, v):  return self.adjac\_lis[v]    def heuristic(self, n):  H = {  'S': 15,  '1': 14,  '2': 10,  '3': 8,  '4': 12,  '5': 10,  '6': 10,  '7': 0  }    return H[n]    def a\_star(self, start, stop):   open\_list = set([start])  closed\_list = set([])   distance = {} # Distance from Start.  distance[start] = 0   adjacent\_nodes = {} # Adjacent Mapping of all Nodes  adjacent\_nodes[start] = start    while len(open\_list) > 0:  n = None   for v in open\_list:  if n == None or distance[v] + self.heuristic(v) < distance[n] + self.heuristic(n):  n = v    if n == None:  print('Path does not exist!')  return None   if n == stop: # If current node is stop, we restart  reconst\_path = []    while adjacent\_nodes[n] != n:  reconst\_path.append(n)  n = adjacent\_nodes[n]    reconst\_path.append(start)    reconst\_path.reverse()    print('\nPath found: {}\n'.format(reconst\_path))  return reconst\_path   for (m, weight) in self.get\_neighbors(n): # Neighbours of current node   if m not in open\_list and m not in closed\_list:  open\_list.add(m)  adjacent\_nodes[m] = n  distance[m] = distance[n] + weight   else: # Check if its quicker to visit n then m  if distance[m] > distance[n] + weight:  distance[m] = distance[n] + weight  adjacent\_nodes[m] = n    if m in closed\_list:  closed\_list.remove(m)  open\_list.add(m)     open\_list.remove(n) # Since all neighbours are inspected  closed\_list.add(n)  print("OPEN LIST : ", end="")  print(open\_list)  print("CLOSED LIST : ", end="")  print(closed\_list)  print("- - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -")    print('Path does not exist!')  return None   adjacent\_list2 = {  'S': [('1', 3), ('4', 4)],  '1': [('S', 3), ('2', 4), ('4', 5)],  '2': [('1', 4), ('3', 4), ('5', 5)],  '3': [('2', 4)],  '4': [('S', 4), ('1', 5), ('5', 2)],  '5': [('4', 2), ('2', 5), ('6', 4)],  '6': [('5', 4), ('7', 3)],  '7': [('6', 3)], }  g = Graph(adjacent\_list2) g.a\_star('S', '7') |
| --- |

**Output:**

| OPEN LIST : {'1', '4'} CLOSED LIST : {'S'} - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - OPEN LIST : {'5', '1'} CLOSED LIST : {'S', '4'} - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - OPEN LIST : {'2', '6', '1'} CLOSED LIST : {'S', '5', '4'} - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - OPEN LIST : {'2', '6'} CLOSED LIST : {'S', '1', '5', '4'} - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - OPEN LIST : {'6', '3'} CLOSED LIST : {'2', '5', 'S', '1', '4'} - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - OPEN LIST : {'6'} CLOSED LIST : {'2', '5', 'S', '3', '1', '4'} - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - OPEN LIST : {'7'} CLOSED LIST : {'2', '5', '6', 'S', '3', '1', '4'} - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -  Path found: ['S', '4', '5', '6', '7'] |
| --- |

**Conclusion**: We learnt about A star algorithm, its uses, limitations and implemented it in a python code.

EXPERIMENT 4

**AIM**: Program to implement Local Search algorithm :

**Theory**:

Hill climbing algorithm is a local search algorithm which continuously moves in the direction of increasing elevation/value to find the peak of the mountain or best solution to the problem. It terminates when it reaches a peak value where no neighbor has a higher value.

A node of hill climbing algorithm has two components which are state and value.

Hill Climbing is mostly used when a good heuristic is available.

In this algorithm, we don't need to maintain and handle the search tree or graph as it only keeps a single current state.

Following are some main features of Hill Climbing Algorithm:

* Generate and Test variant: Hill Climbing is the variant of Generate and Test method. The - Generate and Test method produce feedback which helps to decide which direction to move in the search space.
* Greedy approach: Hill-climbing algorithm search moves in the direction which optimizes the cost.
* No backtracking: It does not backtrack the search space, as it does not remember the previous states.

Different regions in the state space landscape:

* Local Maximum: Local maximum is a state which is better than its neighbor states, but there is also another state which is higher than it.
* Global Maximum: Global maximum is the best possible state of state space landscape. It has the highest value of objective function.
* Current state: It is a state in a landscape diagram where an agent is currently present.
* Flat local maximum: It is a flat space in the landscape where all the neighbor states of current states have the same value.
* Shoulder: It is a plateau region which has an uphill edge.

Types of Hill Climbing Algorithm:

* Simple hill Climbing:
* Steepest-Ascent hill-climbing:
* Stochastic hill Climbing:

**Steepest-Ascent algorithm**

The steepest-Ascent algorithm is a variation of a simple hill climbing algorithm. This algorithm examines all the neighboring nodes of the current state and selects one neighbor node which is closest to the goal state. This algorithm consumes more time as it searches for multiple neighbors

Algorithm for Steepest-Ascent hill climbing:

| Step 1 : Evaluate the initial state. If it is a goal state then stop and return success. Otherwise, make the initial state the current state.  Step 2 : Repeat these steps until a solution is found or current state does not change  a) Select a state that has not been yet applied to the current state. b) Initialize a new 'best state' equal to the current state and apply it to produce a new state. c) Perform these to evaluate new state i. If the current state is a goal state, then stop and return success. ii. If it is better then best state, then make it best state else continue loop with another new state. d) Make best state as current state and go to Step 2: b) part. Step 3 : Exit |
| --- |

Code:

| def calculate\_cost(list):  list\_copy = list  cost = 0  for i in range(len(list\_copy)):  l1=list[(i+1) : len(list)]  ls = [j for j in l1 if list\_copy[i]>j ]  cost = cost + len(ls)  return cost  def goal\_test(state):  if calculate\_cost(state) == 0 :  return True  else:  return False  def state\_generation(current\_state, current\_state\_cost):  min\_cost = current\_state\_cost  sli\_state = current\_state.copy()  for i in range(len(current\_state)-1):  for j in range(i+1,len(current\_state)):  sli\_state[i],sli\_state[j] = sli\_state[j],sli\_state[i]  iteration\_cost = calculate\_cost(sli\_state)  if(iteration\_cost < min\_cost):  min\_cost = iteration\_cost  min\_state = sli\_state.copy()  sli\_state = current\_state.copy()   if(min\_cost < current\_state\_cost):  return min\_state,min\_cost  else:  return current\_state,None  def main():  # print("Enter Unsorted Input numbers seperated by a space:", end="")  state = [12, 46, 29, 34, 12, 4, 1, 5, 7, 278, 48, 234, 78, 354]  # state = [int(s) for s in input().split()]  cost = calculate\_cost(state)  while(not goal\_test(state)):  state, cost = state\_generation(state, cost)  print("CURRENT STATE: ",state, " \tCOST: ",cost)  if cost is None:  print(state)  return  print(state)  return  main() |
| --- |

Output:

| CURRENT STATE: [12, 1, 29, 34, 12, 4, 46, 5, 7, 278, 48, 234, 78, 354] COST: 21 CURRENT STATE: [12, 1, 4, 34, 12, 29, 46, 5, 7, 278, 48, 234, 78, 354] COST: 18 CURRENT STATE: [12, 1, 4, 5, 12, 29, 46, 34, 7, 278, 48, 234, 78, 354] COST: 13 CURRENT STATE: [12, 1, 4, 5, 12, 29, 7, 34, 46, 278, 48, 234, 78, 354] COST: 10 CURRENT STATE: [12, 1, 4, 5, 12, 29, 7, 34, 46, 78, 48, 234, 278, 354] COST: 7 CURRENT STATE: [7, 1, 4, 5, 12, 29, 12, 34, 46, 78, 48, 234, 278, 354] COST: 5 CURRENT STATE: [1, 7, 4, 5, 12, 29, 12, 34, 46, 78, 48, 234, 278, 354] COST: 4 CURRENT STATE: [1, 4, 7, 5, 12, 29, 12, 34, 46, 78, 48, 234, 278, 354] COST: 3 CURRENT STATE: [1, 4, 5, 7, 12, 29, 12, 34, 46, 78, 48, 234, 278, 354] COST: 2 CURRENT STATE: [1, 4, 5, 7, 12, 12, 29, 34, 46, 78, 48, 234, 278, 354] COST: 1 CURRENT STATE: [1, 4, 5, 7, 12, 12, 29, 34, 46, 48, 78, 234, 278, 354] COST: 0 [1, 4, 5, 7, 12, 12, 29, 34, 46, 48, 78, 234, 278, 354] |
| --- |

**Conclusion**: We learnt about hill climb search and the different types of algorithms available. We then implemented the steepest ascent algorithm in python.

EXPERIMENT 5

**Genetic Algorithm**

Genetic Algorithms(GAs) are adaptive heuristic search algorithms that belong to the larger part of evolutionary algorithms. Genetic algorithms are based on the ideas of natural selection and genetics. These are intelligent exploitation of random search provided with historical data to direct the search into the region of better performance in solution space. They are commonly used to generate high-quality solutions for optimization problems and search problems.

Genetic algorithms simulate the process of natural selection which means those species who can adapt to changes in their environment are able to survive and reproduce and go to next generation. In simple words, they simulate “survival of the fittest” among individual of consecutive generation for solving a problem. Each generation consist of a population of individuals and each individual represents a point in search space and possible solution. Each individual is represented as a string of character/integer/float/bits. This string is analogous to the Chromosome.

Five phases are considered in a genetic algorithm.

1. Initial population
2. Fitness function
3. Selection
4. Crossover
5. Mutation

**Initial Population**

The process begins with a set of individuals which is called a Population. Each individual is a solution to the problem you want to solve.

An individual is characterized by a set of parameters (variables) known as Genes. Genes are joined into a string to form a Chromosome (solution).

In a genetic algorithm, the set of genes of an individual is represented using a string, in terms of an alphabet. Usually, binary values are used (string of 1s and 0s). We say that we encode the genes in a chromosome.

**Fitness Function**

The fitness function determines how fit an individual is (the ability of an individual to compete with other individuals). It gives a fitness score to each individual. The probability that an individual will be selected for reproduction is based on its fitness score.

**Selection**

The idea of the selection phase is to select the fittest individuals and let them pass their genes to the next generation.

Two pairs of individuals (parents) are selected based on their fitness scores. Individuals with high fitness have more chances to be selected for reproduction.

**Crossover**

Crossover is the most significant phase in a genetic algorithm. For each pair of parents to be mated, a crossover point is chosen at random from within the genes.

For example, consider the crossover point to be 3 as shown below.

**Mutation**

In certain new offspring formed, some of their genes can be subjected to a mutation with a low random probability. This implies that some of the bits in the bit string can be flipped.

Mutation: Before and After

Mutation occurs to maintain diversity within the population and prevent premature convergence.

**Termination**

The algorithm terminates if the population has converged (does not produce offspring which are significantly different from the previous generation). Then it is said that the genetic algorithm has provided a set of solutions to our problem.

ALGORITHM:

| Initialize a random population of individuals Compute fitness of each individual WHILE NOT finished DO BEGIN /\* produce new generation \*/ FOR population\_size DO BEGIN /\* reproductive cycle \*/ Select two individuals from old generation, recombine the two individuals to give two offspring Make a mutation for selected individuals by altering a random bit in a string Create a new generation (new populations) END IF population has converged THEN finished := TRUE END |
| --- |

**Why use Genetic Algorithms**

* They are Robust
* Provide optimisation over large space state.
* Unlike traditional AI, they do not break on slight change in input or presence of noise
* Application of Genetic Algorithms

**Genetic algorithms have many applications, some of them are –**

* Recurrent Neural Network
* Mutation testing
* Code breaking
* Filtering and signal processing
* Learning fuzzy rule base etc

CODE:

| from numpy.random import randint from numpy.random import rand import math  def binary\_to\_decimal(bin):  decimal=0  for i in range(len(bin)):  decimal+=bin[i]\*pow(2, 4-i)  return decimal  def decimal\_to\_binary(dec):  binaryVal=[]  while(dec>0):  binaryVal.append(dec%2)  dec=math.floor(dec/2)  for \_ in range(5-len(binaryVal)):   binaryVal.append(0)  binaryVal=binaryVal[::-1]  return binaryVal  def crossover(parent1,parent2,r\_cross):  child1,child2 = parent1.copy(), parent2.copy()  r = rand()  point = 0  if r > r\_cross:  point = randint(1,len(parent1)-2)  child1 = parent1[:point] + parent2[point:]  child2 = parent2[:point] + parent1[point:]  return child1,child2,point  def mutation(chromosome,r\_mut):  for i in range(len(chromosome)):  if rand()<r\_mut:  chromosome[i] = 1 - chromosome[i]  return chromosome  def fitness\_function(x):  return pow(x,2)  def genetic\_algorithm(iterations, population\_size, r\_cross, r\_mut):  input = [randint(0, 32) for \_ in range(population\_size)]   pop = [decimal\_to\_binary(i) for i in input]  for generation in range(iterations):  print(f'\nITERATION : {generation+1}',end='\n\n')  decimal = [binary\_to\_decimal(i) for i in pop]  fitness\_score = [fitness\_function(i) for i in decimal]  f\_by\_sum = [fitness\_score[i]/sum(fitness\_score) for i in range(population\_size)]  exp\_cnt = [fitness\_score[i]/(sum(fitness\_score)/population\_size) for i in range(population\_size)]  act\_cnt = [round(exp\_cnt[i]) for i in range(population\_size)]  print('SELECTION\n\nInitial \tDecimal Value\tFitness Score\t\tFi/Sum\t\tExpected \tActual ')  for i in range(population\_size):  print(pop[i],'\t',decimal[i],'\t\t',fitness\_score[i],'\t\t',round(f\_by\_sum[i],2),'\t\t',round(exp\_cnt[i],2),'\t\t',act\_cnt[i])  print('Sum : ',sum(fitness\_score))  print('Average : ',sum(fitness\_score)/population\_size)  print('Maximum : ',max(fitness\_score),end='\n')  max\_count = max(act\_cnt)  min\_count = min(act\_cnt)  max\_count\_index = 0  for i in range(population\_size):  if max\_count == act\_cnt[i]:  maxIndex=i  break  for i in range(population\_size):  if min\_count == act\_cnt[i]:  pop[i] = pop[max\_count\_index]  crossover\_children = list()  crossover\_point = list()  for i in range(0,population\_size,2):  child1, child2, point\_of\_crossover = crossover(pop[i],pop[i+1],r\_cross)  crossover\_children.append(child1)  crossover\_children.append(child2)  crossover\_point.append(point\_of\_crossover)  crossover\_point.append(point\_of\_crossover)  print("\nCROSS OVER\n\nPopulation\t\tMate\t Crossover Point\t Crossover Population")  for i in range(population\_size):  if (i+1)%2 == 1:  mate = i+2  else:  mate = i  print(pop[i],'\t',mate,'\t',crossover\_point[i],'\t\t\t',crossover\_children[i])  mutation\_children = list()  for i in range(population\_size):  child = crossover\_children[i]  mutation\_children.append(mutation(child,r\_mut))  new\_population = list()  new\_fitness\_score = list()  for i in mutation\_children:  new\_population.append(binary\_to\_decimal(i))  for i in new\_population:  new\_fitness\_score.append(fitness\_function(i))  print("\nMUTATION\n\nMutation population\t New Population\t Fitness")  for i in range(population\_size):  print(mutation\_children[i],'\t',new\_population[i],'\t\t',new\_fitness\_score[i])  print('Sum : ',sum(new\_fitness\_score))  print('Maximum : ',max(new\_fitness\_score))  pop = mutation\_children  print("---------------------------------------------------------------------------------------------------")  def main():  iterations = 3  population\_size = 4  r\_cross = 0.5  r\_mut = 0.05  genetic\_algorithm(iterations,population\_size,r\_cross,r\_mut)  if \_\_name\_\_ == '\_\_main\_\_':  main() |
| --- |

**OUTPUT:**

| ITERATION : 1  SELECTION  Initial Decimal Value Fitness Score Fi/Sum Expected Actual  [0, 1, 0, 0, 1] 9 81 0.11 0.43 0  [1, 0, 1, 0, 0] 20 400 0.53 2.12 2  [0, 0, 1, 1, 1] 7 49 0.06 0.26 0  [0, 1, 1, 1, 1] 15 225 0.3 1.19 1  Sum : 755 Average : 188.75 Maximum : 400  CROSS OVER  Population Mate Crossover Point Crossover Population [0, 1, 0, 0, 1] 2 0 [0, 1, 0, 0, 1] [1, 0, 1, 0, 0] 1 0 [1, 0, 1, 0, 0] [0, 1, 0, 0, 1] 4 2 [0, 1, 1, 1, 1] [0, 1, 1, 1, 1] 3 2 [0, 1, 0, 0, 1]  MUTATION  Mutation population New Population Fitness [0, 1, 0, 0, 1] 9 81 [1, 0, 1, 0, 0] 20 400 [0, 1, 1, 1, 1] 15 225 [0, 1, 0, 0, 1] 9 81 Sum : 787 Maximum : 400 ------------------------------------------------------------------------------------------------ ITERATION : 2  SELECTION  Initial Decimal Value Fitness Score Fi/Sum Expected Actual [0, 1, 0, 0, 1] 9 81 0.1 0.41 0 [1, 0, 1, 0, 0] 20 400 0.51 2.03 2 [0, 1, 1, 1, 1] 15 225 0.29 1.14 1 [0, 1, 0, 0, 1] 9 81 0.1 0.41 0 Sum : 787 Average : 196.75 Maximum : 400  CROSS OVER Population Mate Crossover Point Crossover Population [0, 1, 0, 0, 1] 2 0 [0, 1, 0, 0, 1] [1, 0, 1, 0, 0] 1 0 [1, 0, 1, 0, 0] [0, 1, 1, 1, 1] 4 2 [0, 1, 0, 0, 1] [0, 1, 0, 0, 1] 3 2 [0, 1, 1, 1, 1]  MUTATION  Mutation population New Population Fitness [0, 1, 0, 0, 1] 9 81 [1, 0, 1, 0, 0] 20 400 [0, 1, 1, 0, 1] 13 169 [0, 1, 1, 1, 1] 15 225 Sum : 875 Maximum : 400 ------------------------------------------------------------------------------------------------ ITERATION : 3  SELECTION  Initial Decimal Value Fitness Score Fi/Sum Expected Actual [0, 1, 0, 0, 1] 9 81 0.09 0.37 0 [1, 0, 1, 0, 0] 20 400 0.46 1.83 2 [0, 1, 1, 0, 1] 13 169 0.19 0.77 1 [0, 1, 1, 1, 1] 15 225 0.26 1.03 1 Sum : 875 Average : 218.75 Maximum : 400  CROSS OVER  Population Mate Crossover Point Crossover Population [0, 1, 0, 0, 1] 2 1 [0, 0, 1, 0, 0] [1, 0, 1, 0, 0] 1 1 [1, 1, 0, 0, 1] [0, 1, 1, 0, 1] 4 0 [0, 1, 1, 0, 1] [0, 1, 1, 1, 1] 3 0 [0, 1, 1, 1, 1]  MUTATION  Mutation population New Population Fitness [0, 0, 1, 0, 0] 4 16 [1, 1, 0, 0, 1] 25 625 [0, 1, 1, 0, 1] 13 169 [0, 1, 1, 0, 1] 13 169 Sum : 979 Maximum : 625 ------------------------------------------------------------------------------------------------ |
| --- |

**CONCLUSION**:  
We learnt about the Genetic Algorithm, its workings and its uses and also implemented it in a python program. We also learnt about other terms associated with genetic algorithm such as crossover, mutation, fitness score, etc.

EXPERIMENT - 6

**CASE STUDY**

**Paper Link:** https://ieeexplore.ieee.org/abstract/document/9325622

**Introduction**:

This paper is a comparative study for deep reinforcement learning with CNN, RNN, and LSTM in autonomous navigation. For the comparison, a PyGame simulator has been used with the final goal that the representative will learn to move without hitting four different fixed obstacles. Autonomous vehicle movements were simulated in the training environment and the conclusion drawn was that the LSTM model was better than the others.

**Approach**:

The research is wholly based on reinforcement learning which is a machine learning training method based on rewarding desired behaviors and/or punishing undesired ones. This method assigns positive values to the desired actions to encourage the agent and negative values to undesired behaviors. This programs the agent to seek long-term and maximum overall reward to achieve an optimal solution.

These long-term goals help prevent the agent from stalling on lesser goals. With time, the agent learns to avoid the negative and seek the positive. This learning method has been adopted in artificial intelligence (AI) as a way of directing unsupervised machine learning through rewards and penalties.

The main advantage of reinforcement learning in this scenario is that unlike deep learning (DL) algorithms, it does not require a data set during

the training phase, increasing its popularity and making it more suitable.

The PyGame simulator interface consists of an agent that learns to move without hitting 4 different randomly positioned obstacles and edges limiting the area. In addition, the paper presents a model-free, off policy approach in this study.

During the research, 4 algorithms were compared. They are:

1) **Deep Q-Network**:It trains on inputs that represent active players in areas or other experienced samples and learns to match those data with desired outputs. This is a powerful method in the development of artificial intelligence that can play games like chess at a high level, or carry out other high-level cognitive activities – the Atari or chess video game playing example is also a good example of how AI uses the types of interfaces that were traditionally used by human agents.

|  |
| --- |

2) **CNN:** A Convolutional Neural Network (ConvNet/CNN) is a Deep Learning algorithm which can take in an input image, assign importance (learnable weights and biases) to various aspects/objects in the image and be able to differentiate one from the other.

The pre-processing required in a ConvNet is much lower as compared to other classification algorithms. While in primitive methods filters are hand-engineered, with enough training, ConvNets have the ability to learn these filters/characteristics.

The architecture of a ConvNet is analogous to that of the connectivity pattern of Neurons in the Human Brain and was inspired by the organization of the Visual Cortex. Individual neurons respond to stimuli only in a restricted region of the visual field known as the Receptive Field. A collection of such fields overlap to cover the entire visual area.

The main purpose of the convolution process is to extract the feature map from the input data.
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3) **RNN:** Recurrent Neural Network(RNN) is a type of Neural Network where the output from the previous step is fed as input to the current step. In traditional neural networks, all the inputs and outputs are independent of each other, but in cases like when it is required to predict the next word of a sentence, the previous words are required and hence there is a need to remember the previous words. Thus RNN came into existence, which solved this issue with the help of a Hidden Layer. The main and most important feature of RNN is the Hidden state, which stores some information about a sequence.
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**4) LSTM:** Long Short Term Memory is a kind of recurrent neural network. In RNN output from the last step is fed as input in the current step. LSTM was designed by Hochreiter & Schmidhuber. It tackled the problem of long-term dependencies of RNN in which the RNN cannot predict the word stored in the long-term memory but can give more accurate predictions from the recent information. As the gap length increases RNN does not give an efficient performance. LSTM can by default retain the information for a long period of time. It is used for processing, predicting, and classifying on the basis of time-series data. LSTM has a chain structure that contains four neural networks and different memory blocks called cells. Information is retained by the cells and the memory manipulations are done by the gates. There are three gates – Forget gate, Input gate and the output gate.

With LSTMs, there is no need to keep a finite number of states from beforehand as required in the hidden Markov model (HMM). LSTMs provide us with a large range of parameters such as learning rates, and input and output biases. Hence, no need for fine adjustments. The complexity to update each weight is reduced to O(1) with LSTMs, similar to that of Back Propagation Through Time (BPTT), which is an advantage.
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**SIMULATION**:
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The agent loses -150 points when hitting obstacles during the learning phase and -50 points when it hits walls. It gets +2 points for every step where it does not hit walls and obstacles.

Four different actions in this simulation are shown in the table below.
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For the model training, python was used as the software language and Keras, a deep learning library was used to create the neural networks. Mean Squared Error was used as the Loss function. Linear was preferred as the activation function. Sigmoid function is used as the activation function in the output layer. The training took 5 hours for CNN, 18 hours for RNN and 35 hours for LSTM on a standard equipped (core i5 Processor and 8GB RAM) computer

**CONCLUSION**:

Multiple deep learning algorithms were separately tested on the PyGame simulation interface and the conclusions were drawn. The first conclusion was that even though deep reinforcement learning (DRL) models provide fast and safe solutions for autonomous vehicles, their training time is very high. After training it was observed that RNN and LSTM,which are generally used to solve language processing problems, can also be successful in such autonomous navigation problems. The second conclusion was that while the LSTM model took the maximum time to train, it showed the highest success in the success-episode graphics. The paper then concludes with saying that this is a very rich field in terms of future research prospects.

Experiment - 7

**Aim: Perceptron training algorithm for L and M classification**

**Theory**:

Perceptrons are a type of artificial neuron that predates the sigmoid neuron. It appears that they were invented in 1957 by Frank Rosenblatt at the Cornell Aeronautical Laboratory.

A perceptron can have any number of inputs, and produces a binary output, which is called its activation.

First, we assign each input a weight, loosely meaning the amount of influence the input has over the output.

To determine the perceptron’s activation, we take the weighted sum of each of the inputs and then determine if it is above or below a certain threshold, or \*bias, \*represented by b.

The formula for perceptron neurons can can be expressed like this:

![](data:image/png;base64,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)

**Algorithm**:

| def perceptron(inputs, bias)   weighted\_sum = sum {  for each input in inputs  input.value \* input.weight  }   if weighted\_sum <= bias  return 0  if weighted\_sum > bias  return 1  end |
| --- |

**Code**:

| def sgn(net\_input):  if net\_input <= 0 :  return -1  return 1  def pattern\_classifier(n\_iterations, input, weight, desired\_output, learning\_rate):  for iteration in range(n\_iterations):  print(f'Iteration {iteration+1}')  output = []  for i,X in enumerate(input):  net\_input = 0  for j in range(len(X)):  net\_input+=weight[j]\*X[j]  generated\_output = sgn(net\_input)  output.append(generated\_output)  if generated\_output != desired\_output[i]:  difference = desired\_output[i] - generated\_output  for position in range(len(weight)):  weight[position] = float("{:.2f}".format(weight[position] + learning\_rate\*difference\*X[position]))  print(f'Generated Output vector for Iteration {iteration+1} : {output}')  print(f'Weight vector after Iteration {iteration+1} : {weight}')  print("------"\*25)  if output == desired\_output:  break  return output,weight  def main():  input = [  [1,0,0,0,0,1,0,0,0,0,1,0,0,0,0,1,1,1,1,1], #L starts here  [1,0,0,0,0,1,0,0,0,0,1,0,0,0,0,0,1,1,1,1],   [1,1,0,0,0,1,0,0,0,0,1,0,0,0,0,1,1,1,1,1],   [0,1,0,0,0,0,1,0,0,0,0,1,0,0,0,1,1,1,1,1],   [1,0,0,0,0,1,0,0,0,0,1,0,0,0,1,1,1,1,1,1],   [0,1,0,0,0,0,1,0,0,0,1,0,0,0,0,1,1,1,1,1],   [0,1,0,0,0,1,0,0,0,0,1,0,0,0,0,1,1,1,1,1],   [1,0,0,0,0,1,0,0,0,0,1,0,1,0,0,1,1,0,1,1],   [0,1,0,0,0,0,1,0,0,0,0,1,1,0,0,1,1,0,1,1],   [1,0,0,0,0,1,0,0,0,0,1,0,0,0,0,1,1,0,1,1],     [0,1,0,1,0,1,1,0,1,1,1,0,1,0,1,1,0,0,0,1], #M starts here  [1,0,0,0,1,1,1,0,1,1,1,0,1,0,1,1,0,0,0,1],   [1,0,0,0,1,1,1,0,1,1,1,0,1,0,1,1,0,1,0,1],   [1,1,0,1,1,1,0,1,0,1,1,0,1,0,1,1,0,0,0,1],   [1,1,0,1,1,1,0,1,0,1,1,0,0,0,1,1,0,0,0,1],   [1,0,0,0,1,1,1,0,1,1,1,0,0,0,1,1,0,0,0,1],   [1,0,0,0,1,1,1,0,1,1,1,1,0,1,1,1,0,1,0,1],   [1,1,0,1,1,1,0,1,0,1,1,0,1,0,1,1,0,1,0,1],   [1,0,0,0,1,1,1,0,1,1,1,0,1,0,1,0,0,0,0,0],   [1,0,0,0,1,1,1,1,1,1,1,0,1,0,1,1,0,0,0,1],   ]  desired\_output = [1,1,1,1,1,1,1,1,1,1,-1,-1,-1,-1,-1,-1,-1,-1,-1,-1]  initial\_weight = [1,1,0,1,1,0,1,1,0,1,1,0,1,1,0,1,1,0,1,1]  learning\_rate = 0.05  n\_iterations = 3   classification\_output, weight\_vector = pattern\_classifier(n\_iterations, input, initial\_weight, desired\_output, learning\_rate)   count = 0  for i, output in enumerate(classification\_output):  if output == desired\_output[i]:  count+=1   accuracy = (count / len(input))\*100   print(f'Accuracy of Classifier : {accuracy} %')   print('Classifying an Unknown Sample of L (Output = 1)')  unknown\_sample = [1,1,0,0,0,1,0,0,0,0,1,0,0,0,0,1,1,1,1,0]  print('Unknown Sample : ',unknown\_sample)  net\_input=0  for i in range(len(unknown\_sample)):  net\_input+=weight\_vector[i]\*unknown\_sample[i]  predicted\_output = sgn(net\_input)  print('Predicted Output : ', predicted\_output)  print("\n")  main() |
| --- |

**Output**:

| Iteration 1 Generated Output vector for Iteration 1 : [1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, -1, 1] Weight vector after Iteration 1 : [0.2, 0.6, 0.0, 0.6, 0.2, -0.9, 0.4, 0.6, -0.6, 0.1, 0.1, -0.1, 0.4, 0.9, -0.9, 0.1, 1.0, -0.3, 1.0, 0.1] ------------------------------------------------------------------------------------------------------------------------------------------------ Iteration 2 Generated Output vector for Iteration 2 : [1, 1, 1, 1, 1, 1, 1, 1, 1, 1, -1, -1, -1, 1, -1, -1, -1, -1, -1, -1] Weight vector after Iteration 2 : [0.1, 0.5, 0.0, 0.5, 0.1, -1.0, 0.4, 0.5, -0.6, 0.0, 0.0, -0.1, 0.3, 0.9, -1.0, 0.0, 1.0, -0.3, 1.0, 0.0] ------------------------------------------------------------------------------------------------------------------------------------------------ Iteration 3 Generated Output vector for Iteration 3 : [1, 1, 1, 1, -1, 1, 1, 1, 1, 1, -1, -1, -1, 1, -1, -1, -1, -1, -1, -1] Weight vector after Iteration 3 : [0.1, 0.4, 0.0, 0.4, 0.0, -1.0, 0.4, 0.4, -0.6, -0.1, 0.0, -0.1, 0.2, 0.9, -1.0, 0.0, 1.1, -0.2, 1.1, 0.0] ------------------------------------------------------------------------------------------------------------------------------------------------ Accuracy of Classifier : 90.0 % Classifying an Unknown Sample of L (Output = 1) Unknown Sample : [1, 1, 0, 0, 0, 1, 0, 0, 0, 0, 1, 0, 0, 0, 0, 1, 1, 1, 1, 0] Predicted Output : 1 |
| --- |

EXPERIMENT 8

ARTIFICIAL INTELLIGENCE

Aim: Implementation on any AI Problem : Wumpus world, Tic-tac-toe Theory:

The Wumpus world is a cave with 16 rooms (4×4). Each room is connected to others through walkways (no rooms are connected diagonally). The knowledge-based agent starts from Room[1, 1]. The cave has – some pits, a treasure and a beast named Wumpus. The Wumpus can not move but eats the one who enters its room. If the agent enters the pit, it gets stuck there. The goal of the agent is to take the treasure and come out of the cave. The agent is rewarded, when the goal conditions are met. The agent is penalized, when it falls into a pit or is eaten by the Wumpus.

Some elements support the agent to explore the cave, like -The wumpus’s adjacent rooms are stenchy. -The agent is given one arrow which it can use to kill the wumpus when facing it (Wumpus screams when it is killed). – The adjacent rooms of the room with pits are filled with breeze. -The treasure room is always glittery.

|  |
| --- |

PEAS description of Wumpus world:

To explain the Wumpus world we have given PEAS description as below: Performance measure:

● +1000 reward points if the agent comes out of the cave with the gold. ● -1000 points penalty for being eaten by the Wumpus or falling into the pit. ● -1 for each action, and -10 for using an arrow.

● The game ends if either agent dies or came out of the cave. Environment:

● A 4\*4 grids of rooms.

● The agent initially in room square [1, 1], facing toward the right.

● Location of Wumpus and gold are chosen randomly except the first square [1,1].

● Each square of the cave can be a pit with probability 0.2 except the first square.

Actuators:

● Left turn,

● Right turn

● Move forward

● Grab

● Release

● Shoot.

Sensors:

● The agent will perceive the **stench** if he is in the room adjacent to the Wumpus. (Not diagonally).

● The agent will perceive a breeze if he is in the room directly adjacent to the Pit.

● The agent will perceive the **glitter** in the room where the gold is present. ● The agent will perceive the **bump** if he walks into a wall.

● When the Wumpus is shot, it emits a horrible **scream** which can be perceived anywhere in the cave.

● These precepts can be represented as a five element list, in which we will have different indicators for each sensor.

● Example if agent perceives stench, breeze, but no glitter, no bump, and no scream then it can be represented as:

**[Stench, Breeze, None, None, None]**.

The Wumpus world Properties:

● **Partially observable:** The Wumpus world is partially observable because the agent can only perceive the close environment such as an adjacent room.

● **Deterministic:** It is deterministic, as the result and outcome of the world are already known.

● **Sequential:** The order is important, so it is sequential.

● **Static:** It is static as Wumpus and Pits are not moving.

● **Discrete:** The environment is discrete.

● **One agent:** The environment is a single agent as we have one agent only and Wumpus is not considered as an agent.

Code:

import java.util.Scanner;

class WumpusWorld {

static Block[][] maze;

static int n;

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter the order of the maze: ");

n = sc.nextInt();

maze = new Block[n][n];

for(int i=0; i<n; i++) {

maze[i] = new Block[n];

for(int j=0; j<n; j++)

maze[i][j] = new Block();

}

System.out.print("\nEnter the number of pits: ");

int pits = sc.nextInt();

for(int i=0; i<pits; i++) {

System.out.print("Enter the location of pit " + (i+1) + ": ");

addPit(n-sc.nextInt(), sc.nextInt()-1);

}

System.out.print("\nEnter the location of wumpus: ");

addWumpus(n-sc.nextInt(), sc.nextInt()-1);

System.out.print("\nEnter the location of gold: ");

addGold(n-sc.nextInt(), sc.nextInt()-1);

System.out.print("\nEnter the starting location: ");

int r = n - sc.nextInt();

int c = sc.nextInt() - 1;

int rPrev = -1, cPrev = -1;

System.out.print("\nYour Position : \*\nWumpus : X\nGold : $\nPit : O");

int moves = 0;

System.out.println("\nInitial state:");

printMaze(r, c);

while(!maze[r][c].hasGold) {

maze[r][c].isVisited = true;

maze[r][c].pitStatus = Block.NOT\_PRESENT;

maze[r][c].wumpusStatus = Block.NOT\_PRESENT;

if(!maze[r][c].hasBreeze) {

if(r >= 1 && maze[r-1][c].pitStatus == Block.UNSURE)

maze[r-1][c].pitStatus = Block.NOT\_PRESENT;

if(r <= (n-2) && maze[r+1][c].pitStatus == Block.UNSURE)

maze[r+1][c].pitStatus = Block.NOT\_PRESENT;

if(c >= 1 && maze[r][c-1].pitStatus == Block.UNSURE)

maze[r][c-1].pitStatus = Block.NOT\_PRESENT;

if(c <= (n-2) && maze[r][c+1].pitStatus == Block.UNSURE)

maze[r][c+1].pitStatus = Block.NOT\_PRESENT;

}

if(!maze[r][c].hasStench) {

if(r >= 1 && maze[r-1][c].wumpusStatus == Block.UNSURE)

maze[r-1][c].wumpusStatus = Block.NOT\_PRESENT;

if(r <= (n-2) && maze[r+1][c].wumpusStatus == Block.UNSURE)

maze[r+1][c].wumpusStatus = Block.NOT\_PRESENT;

if(c >= 1 && maze[r][c-1].wumpusStatus == Block.UNSURE)

maze[r][c-1].wumpusStatus = Block.NOT\_PRESENT;

if(c <= (n-2) && maze[r][c+1].wumpusStatus == Block.UNSURE)

maze[r][c+1].wumpusStatus = Block.NOT\_PRESENT;

}

boolean foundNewPath = false;

if(r >= 1 && !((r-1) == rPrev && c == cPrev) && maze[r-1][c].isVisited == false && maze[r-1][c].pitStatus == Block.NOT\_PRESENT && maze[r-1][c].wumpusStatus == Block.NOT\_PRESENT) {

rPrev = r;

cPrev = c;

r--;

foundNewPath = true;

}

else if(r <= (n-2) && !((r+1) == rPrev && c == cPrev) && maze[r+1][c].isVisited == false && maze[r+1][c].pitStatus == Block.NOT\_PRESENT && maze[r+1][c].wumpusStatus == Block.NOT\_PRESENT) {

rPrev = r;

cPrev = c;

r++;

foundNewPath = true;

}

else if(c >= 1 && !(r == rPrev && (c-1) == cPrev) && maze[r][c-1].isVisited == false && maze[r][c-1].pitStatus == Block.NOT\_PRESENT && maze[r][c-1].wumpusStatus == Block.NOT\_PRESENT) {

rPrev = r;

cPrev = c;

c--;

foundNewPath = true;

}

else if(c <= (n-2) && !(r == rPrev && (c+1) == cPrev) && maze[r][c+1].isVisited == false && maze[r][c+1].pitStatus == Block.NOT\_PRESENT && maze[r][c+1].wumpusStatus == Block.NOT\_PRESENT) {

rPrev = r;

cPrev = c;

c++;

foundNewPath = true;

}

if(!foundNewPath) {

int temp1 = rPrev;

int temp2 = cPrev;

rPrev = r;

cPrev = c;

r = temp1;

c = temp2;

}

moves++;

System.out.println("\n\nMove " + moves + ":");

printMaze(r, c);

if(moves > n\*n) {

System.out.println("\nNo solution found!");

break;

}

}

if(moves <= n\*n)

System.out.println("\nFound gold in " + moves + " moves.");

sc.close();

}

static void addPit(int r, int c) {

maze[r][c].hasPit = true;

if(r >= 1)

maze[r-1][c].hasBreeze = true;

if(r <= (n-2))

maze[r+1][c].hasBreeze = true;

if(c >= 1)

maze[r][c-1].hasBreeze = true;

if(c <= (n-2))

maze[r][c+1].hasBreeze = true;

}

static void addWumpus(int r, int c) {

maze[r][c].hasWumpus = true;

if(r >= 1)

maze[r-1][c].hasStench = true;

if(r <= (n-2))

maze[r+1][c].hasStench = true;

if(c >= 1)

maze[r][c-1].hasStench = true;

if(c <= (n-2))

maze[r][c+1].hasStench = true;

}

static void addGold(int r, int c) {

maze[r][c].hasGold = true;

}

static void printMaze(int r, int c) {

for(int i=0; i<n; i++) {

for(int j=0; j<n; j++) {

char charToPrint = '-';

if(r == i && c == j)

charToPrint = '\*';

else if(maze[i][j].hasPit)

charToPrint = 'O';

else if(maze[i][j].hasWumpus)

charToPrint = 'X';

else if(maze[i][j].hasGold)

charToPrint = '$';

System.out.print(charToPrint + "\t");

}

System.out.println();

}

}

}

Output:

Enter the order of the maze: 4

Enter the number of pits: 2

Enter the location of pit 1: 1 4

Enter the location of pit 2: 3 4

Enter the location of wumpus: 2 4

Enter the location of gold: 2 3

Enter the starting location: 1 1

Your Position : \*

Wumpus : X

Gold : $

Pit : O

Initial state:

- - - -

- - - O

- - $ X

\* - - O

Move 1:

- - - -

- - - O

\* - $ X

- - - O

Move 2:

- - - -

\* - - O

- - $ X

- - - O

Move 3:

\* - - -

- - - O

- - $ X

- - - O

Move 4:

- \* - -

- - - O

- - $ X

- - - O

Move 5:

- - - -

- \* - O

- - $ X

- - - O

Move 6:

- - - -

- - - O

- \* $ X

- - - O

Move 7:

- - - -

- - - O

- - $ X

- \* - O

Move 8:

- - - -

- - - O

- - $ X

- - \* O

Move 9:

- - - -

- - - O

- - \* X

- - - O

Found gold in 9 moves.

Conclusion: We learnt about Knowledge based agents and about the Wumpus World game. We then explored the PEAS of an agent in the Wumpus World game and wrote a code in java to simulate the game.

EXPERIMENT 9

Aim: Program to implement Family Tree in Prolog.

Theory:

* Prolog is a language built around the Logical Paradigm: a declarative approach to problem-solving.​
* There are only three basic constructs in Prolog: facts, rules, and queries.​
* knowledge base (or a database): A collection of facts and rules is called ​
* Relationship is one of the main features that we have to properly mention in Prolog. ​
* These relationships can be expressed as facts and rules. ​
* In Prolog programs, it specifies relationship between objects and properties of the objects.​
* There are various kinds of relationships, of which some can be rules as well. A rule can find out about a relationship even if the relationship is not defined explicitly as a fact.​

Code:

| male(shankar). male(ulhas). male(satish). male(saurabh). male(prashant).  female(umabai). female(mrunal). female(sadhana). female(swati).  parent(shankar,umabai,ulhas). parent(shankar,umabai,satish). parent(ulhas,mrunal,prashant). parent(satish,sadhana,saurabh). parent(satish,sadhana,swati).  brother(ulhas,satish). brother(satish,ulhas). brother(prashant,saurabh). brother(saurabh,prashant). sister(swati,saurabh). sister(swati,prashant).  father(X,Y) :- parent(X,Z,Y). mother(X,Y) :- parent(Z,X,Y).  son(X,Y,Z) :- male(X),father(Y,X),mother(Z,X). daughter(X,Y,Z) :- female(X),father(Y,X),mother(Z,X).  wife(X,Y) :- female(X),parent(Y,X,Z).  grandfather(X,Y) :- male(X),father(X,Z),father(Z,Y).  uncle(X,Y) :- male(X),brother(X,Z),father(Z,Y).  aunt(X,Y) :- wife(X,Z),uncle(Z,Y).  cousin(X,Y) :- father(Z,X),brother(Z,W),father(W,Y).  ancestor(X,Y,Z) :- parent(X,Y,Z). ancestor(X,Y,Z) :- parent(X,Y,W),ancestor(W,U,Z). |
| --- |

Output:

| true.  ?- father(X,Y). X = shankar, Y = ulhas ; X = shankar, Y = satish ; X = ulhas, Y = prashant ; X = satish, Y = saurabh ; X = satish, Y = swati.  ?- mother(X,Y). X = umabai, Y = ulhas ; X = umabai, Y = satish ; X = mrunal, Y = prashant ; X = sadhana, Y = saurabh ; X = sadhana, Y = swati.  ?- parent(X,Y,Z). X = shankar, Y = umabai, Z = ulhas ; X = shankar, Y = umabai, Z = satish ; X = ulhas, Y = mrunal, Z = prashant ; X = satish, Y = sadhana, Z = saurabh ; X = satish, Y = sadhana, Z = swati.  ?- grandfather(X,Y). X = shankar, Y = prashant ; X = shankar, Y = saurabh ; X = shankar, Y = swati ; false.  ?- aunt(X,Y). X = mrunal, Y = saurabh ; X = mrunal, Y = swati ; X = sadhana, Y = prashant ; X = sadhana, Y = prashant ; false. |
| --- |

**Conclusion**: We learnt about a very useful logical programming language called Prolog which is associated with artificial intelligence and computational linguistics.It is well-suited for specific tasks that benefit from rule-based logical queries such as searching databases, voice control systems, and filling templates. We wrote a program that implemented a family tree and displayed the output.

EXPERIMENT 10 - Not started

Aim: Identify, analyze, implement a **planning problem**/Rule based Expert System in a real world scenario.